**Assignment No-03**

**Code:**

> library(arules)

> library(arulesViz)

> library(datasets)

> # Load the data set

> data(Groceries)

>

> #Lets explore the data before we make any rules:

> # Create an item frequency plot for the top 20 items

> itemFrequencyPlot(Groceries,topN=20,type="absolute")

>

> #You will always have to pass the minimum required support and confidence.

> # We set the minimum support to 0.001

> # We set the minimum confidence of 0.8

> # Get the rules

> rules <- apriori(Groceries, parameter = list(supp = 0.001, conf = 0.8))

Apriori

Parameter specification:

confidence minval smax arem aval originalSupport maxtime support minlen maxlen target

0.8 0.1 1 none FALSE TRUE 5 0.001 1 10 rules

ext

FALSE

Algorithmic control:

filter tree heap memopt load sort verbose

0.1 TRUE TRUE FALSE TRUE 2 TRUE

Absolute minimum support count: 9

set item appearances ...[0 item(s)] done [0.00s].

set transactions ...[169 item(s), 9835 transaction(s)] done [0.00s].

sorting and recoding items ... [157 item(s)] done [0.00s].

creating transaction tree ... done [0.02s].

checking subsets of size 1 2 3 4 5 6 done [0.01s].

writing ... [410 rule(s)] done [0.00s].

creating S4 object ... done [0.00s].

>

> # Show the top 5 rules, but only 2 digits

> options(digits=2)

> inspect(rules[1:5])

lhs rhs support confidence lift count

[1] {liquor,red/blush wine} => {bottled beer} 0.0019 0.90 11.2 19

[2] {curd,cereals} => {whole milk} 0.0010 0.91 3.6 10

[3] {yogurt,cereals} => {whole milk} 0.0017 0.81 3.2 17

[4] {butter,jam} => {whole milk} 0.0010 0.83 3.3 10

[5] {soups,bottled beer} => {whole milk} 0.0011 0.92 3.6 11

> #Sorting Rules by confidence

> rules<-sort(rules, by="confidence", decreasing=TRUE)

> rules <- apriori(Groceries, parameter = list(supp = 0.001, conf = 0.8,maxlen=3))

Apriori

Parameter specification:

confidence minval smax arem aval originalSupport maxtime support minlen maxlen target

0.8 0.1 1 none FALSE TRUE 5 0.001 1 3 rules

ext

FALSE

Algorithmic control:

filter tree heap memopt load sort verbose

0.1 TRUE TRUE FALSE TRUE 2 TRUE

Absolute minimum support count: 9

set item appearances ...[0 item(s)] done [0.00s].

set transactions ...[169 item(s), 9835 transaction(s)] done [0.00s].

sorting and recoding items ... [157 item(s)] done [0.00s].

creating transaction tree ... done [0.00s].

checking subsets of size 1 2 3 done [0.01s].

writing ... [29 rule(s)] done [0.00s].

creating S4 object ... done [0.00s].

Warning message:

In apriori(Groceries, parameter = list(supp = 0.001, conf = 0.8, :

Mining stopped (maxlen reached). Only patterns up to a length of 3 returned!

>

> # Redundancies

> subset.matrix <- is.subset(rules, rules)

> subset.matrix[lower.tri(subset.matrix, diag=T)] <- NA

> redundant <- colSums(subset.matrix, na.rm=T) >= 1

> rules.pruned <- rules[!redundant]

> rules<-rules.pruned

> #Targeting items

> rules<-apriori(data=Groceries, parameter=list(supp=0.001,conf = 0.08),

+ appearance = list(default="lhs",rhs="whole milk"),

+ control = list(verbose=F))

> rules<-sort(rules, decreasing=TRUE,by="confidence")

> inspect(rules[1:5])

lhs rhs support confidence lift

[1] {rice,sugar} => {whole milk} 0.0012 1 3.9

[2] {canned fish,hygiene articles} => {whole milk} 0.0011 1 3.9

[3] {root vegetables,butter,rice} => {whole milk} 0.0010 1 3.9

[4] {root vegetables,whipped/sour cream,flour} => {whole milk} 0.0017 1 3.9

[5] {butter,soft cheese,domestic eggs} => {whole milk} 0.0010 1 3.9

count

[1] 12

[2] 11

[3] 10

[4] 17

[5] 10

>

> rules<-apriori(data=Groceries, parameter=list(supp=0.001,conf = 0.15,minlen=2),

+ appearance = list(default="rhs",lhs="whole milk"),

+ control = list(verbose=F))

> rules<-sort(rules, decreasing=TRUE,by="confidence")

> inspect(rules[1:5])

lhs rhs support confidence lift count

[1] {whole milk} => {other vegetables} 0.075 0.29 1.5 736

[2] {whole milk} => {rolls/buns} 0.057 0.22 1.2 557

[3] {whole milk} => {yogurt} 0.056 0.22 1.6 551

[4] {whole milk} => {root vegetables} 0.049 0.19 1.8 481

[5] {whole milk} => {tropical fruit} 0.042 0.17 1.6 416

>

> #Visualization

> library(arulesViz)

> plot(rules,method="graph",interactive=TRUE,shading=NA)

**Output:**

**![](data:image/png;base64,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)**